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Abstract

For decades, reuse of software components has been acknowledged to be one of the most effective means to reduce software development costs and improve product quality. Gradually, we have also learnt that reuse of software architecture and high-level design is equally important.

Object-oriented application frameworks provide an established way of reusing the design and implementation of applications in a specific domain. Using a framework for creating applications is not a trivial task, however. The complexity, variability, and abstract nature of frameworks make them difficult to specialize. It is therefore essential that a framework is delivered with proper documentation describing its purpose, usage, overall architecture, and detailed design.

For an application developer it is particularly crucial that the framework’s reuse interface is well documented. Design patterns provide a means to express that interface in a systematic way. Special tools are also valuable in supporting the framework specialization process. In our JavaFrames framework engineering environment, a pattern formalism is introduced to enable task-driven assistance for framework specialization. Based on the patterns that are used to specify framework reuse interfaces, JavaFrames offers code generation, dynamically adjusted user documentation, and the validation of architectural constraints.

Unfortunately, reuse interface specifications typically become quite extensive and complex for non-trivial frameworks. In this thesis, we discuss the possibility of reverse engineering a reuse interface specification from the source code of a framework and its example applications. A formal concept analysis algorithm is adapted to produce JavaFrames specialization patterns from Java source code, and the algorithm is implemented within the JavaFrames tool set. In two case
studies, automatic pattern extraction is conducted for the Struts and JUnit frameworks. The effectiveness of the method is assessed through comparisons to manually prepared annotations of the same frameworks.

The case studies indicate that it is possible to specify the intended rules governing the framework’s specializations with a precise pattern-based formalism to allow effective tool support for framework specialization. It is also possible to automatically extract a considerable portion of those specifications from source code, which makes reuse interface modeling faster and can also increase the quality of the produced models.
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